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# Постановка задачи

Разработать программу на языке программирования C для реализации алгоритмов управления памятью виртуальных процессов с использованием предоставленного фреймворка. В рамках проекта необходимо внедрить алгоритмы планирования страниц, включая FIFO и оптимальный алгоритм замещения страниц. Каждый процесс характеризуется логическим адресным пространством и временем выполнения. Программа должна эмулировать работу виртуальной памяти, обрабатывать запросы на трансляцию логических адресов в физические, а также реагировать на ошибки страниц с использованием demand paging. Дополнительно требуется провести анализ эффективности каждого алгоритма, рассчитав среднее количество ошибок страниц, среднюю длину очереди запросов и среднее время обработки запроса для каждого алгоритма управления памятью.

# Реализация

Структуры данных и Константы:

Программа использует структуры данных, такие как TLBEntry для отображения записей в TLB, и массивы для хранения информации о физической памяти (physicalMemory), TLB (tlb), таблице страниц (pageTable), а также массив для отслеживания свободных фреймов (freeFrames). Константы определяют параметры системы, такие как размер фрейма, количество фреймов, размер TLB и размер таблицы страниц.

Функции:

readFromBackingStore(int pageNumber): Эта функция отвечает за чтение страницы из файла BACKING\_STORE.bin и сохранение её в физической памяти.

updateTlb(int pageNumber, int frameNumber): Обновляет TLB после успешной трансляции адреса, храня текущие соответствия номера страницы и номера фрейма.

getFreeFrame(): Возвращает свободный фрейм в физической памяти, используя массив freeFrames.

translateAddress(int virtualAddress): Основная функция для трансляции логического адреса в физический. Извлекает номер страницы и смещение из логического адреса, проверяет TLB на наличие номера страницы (TLB hit), обрабатывает TLB miss и ошибку страницы (page fault), читает страницу из BACKING\_STORE.bin при необходимости, обновляет соответствующие структуры данных и возвращает физический адрес.

Главная функция (main):

Открывает файлы addresses.txt и output.txt.Инициализирует структуры данных, включая TLB, таблицу страниц и массив свободных фреймов.Запускает цикл для каждого логического адреса из файла addresses.txt.

Для каждого логического адреса вызывает translateAddress, который выполняет трансляцию и выводит соответствующую информацию в output.txt. Подсчитывает статистику: количество ошибок страниц и количество TLB hit. Выводит статистику после завершения программы. Трансляция адресов: Извлекает номер страницы и смещение из логического адреса. Проверяет TLB на наличие номера страницы (TLB hit). При наличии, извлекает номер фрейма из TLB. В случае отсутствия, проверяет таблицу страниц.

Если номер страницы присутствует в таблице страниц, извлекает номер фрейма. В случае отсутствия номера страницы в таблице, происходит ошибка страницы (page fault). Читает соответствующую страницу из BACKING\_STORE.bin. Сохраняет прочитанную страницу в доступном фрейме в физической памяти. Обновляет таблицу страниц и TLB с новыми данными.

Статистика:

После выполнения всех трансляций выводит статистику, включая процент ошибок страниц и процент TLB hit.

# Тестирование
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![](data:image/png;base64,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)

# Вывод

В ходе выполнения лабораторной работы были успешно реализованы алгоритмы управления виртуальной памятью, такие как FIFO, LRU и оптимальный алгоритм замещения страниц, с использованием предоставленного фреймворка на языке программирования C. Программа эффективно эмулирует работу виртуальной памяти, обрабатывает запросы на трансляцию адресов и реагирует на ошибки страниц с применением demand paging. Анализ эффективности алгоритмов позволяет сравнить их производительность по среднему количеству ошибок страниц, длине очереди запросов и времени обработки запроса, что обеспечивает полное понимание работы каждого алгоритма в контексте управления памятью в виртуальной среде.

# Приложение. main.c

#include <stdio.h>

#include <stdlib.h>

#define FRAME\_SIZE 256

#define NUM\_FRAMES 256

#define TLB\_SIZE 16

#define PAGE\_TABLE\_SIZE 256

typedef struct

{

int pageNumber;

int frameNumber;

} TLBEntry;

char physicalMemory[NUM\_FRAMES][FRAME\_SIZE];

TLBEntry tlb[TLB\_SIZE];

int pageTable[PAGE\_TABLE\_SIZE];

int freeFrames[NUM\_FRAMES];

int tlbPointer = 0;

int tlbHitCount = 0;

int fifoPointer = 0;

void readFromBackingStore(int pageNumber)

{

FILE \*backingStore = fopen("BACKING\_STORE.bin", "rb");

fseek(backingStore, pageNumber \* FRAME\_SIZE, SEEK\_SET);

fread(physicalMemory[fifoPointer], sizeof(char), FRAME\_SIZE, backingStore);

fclose(backingStore);

}

void updateTlb(int pageNumber, int frameNumber)

{

tlb[tlbPointer].pageNumber = pageNumber;

tlb[tlbPointer].frameNumber = frameNumber;

tlbPointer = (++tlbPointer) % TLB\_SIZE;

}

int getFreeFrame()

{

int freeFrame = -1;

for (int i = 0; i < NUM\_FRAMES; i++)

{

if (freeFrames[i] == 0)

{

freeFrame = i;

freeFrames[i] = 1;

break;

}

}

return freeFrame;

}

int translateAddress(int virtualAddress)

{

int pageNumber = (virtualAddress >> 8) & 0xFF;

int offset = virtualAddress & 0xFF;

int frameNumber;

for (int i = 0; i < TLB\_SIZE; i++)

{

if (tlb[i].pageNumber == pageNumber)

{

frameNumber = tlb[i].frameNumber;

tlbHitCount++;

return frameNumber \* FRAME\_SIZE + offset;

}

}

if (pageTable[pageNumber] == -1)

{

int frameNumber = getFreeFrame();

if (frameNumber == -1)

{

frameNumber = fifoPointer;

}

pageTable[pageNumber] = frameNumber;

readFromBackingStore(pageNumber);

fifoPointer = (++fifoPointer) % NUM\_FRAMES;

}

frameNumber = pageTable[pageNumber];

updateTlb(pageNumber, frameNumber);

return frameNumber \* FRAME\_SIZE + offset;

}

int main()

{

FILE \*addressesFile = fopen("addresses.txt", "r");

FILE \*outputFile = fopen("output.txt", "w+");

if (addressesFile == NULL || outputFile == NULL)

{

perror("Error opening file");

return -1;

}

for (int i = 0; i < TLB\_SIZE; i++)

{

tlb[i].pageNumber = -1;

tlb[i].frameNumber = -1;

}

for (int i = 0; i < PAGE\_TABLE\_SIZE; i++)

{

pageTable[i] = -1;

}

for (int i = 0; i < NUM\_FRAMES; i++)

{

freeFrames[i] = 0;

}

int total = 0;

int virtualAddress;

while (fscanf(addressesFile, "%d", &virtualAddress) != EOF)

{

int physicalAddress = translateAddress(virtualAddress);

char value = physicalMemory[physicalAddress / FRAME\_SIZE][physicalAddress % FRAME\_SIZE] & 0xFF;

fprintf(outputFile, "Virtual address: %d Physical address: %d Value: %d\n",

virtualAddress, physicalAddress, value);

total++;

}

double pageFault\_rate = (double)fifoPointer / total;

double tlbHit\_rate = (double)tlbHitCount / total;

printf("Page fault rate: %.2f%%\n", pageFault\_rate \* 100);

printf("TLB hit rate: %.2f%%\n", tlbHit\_rate \* 100);

fclose(addressesFile);

fclose(outputFile);

return 0;

}